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چکیده:

در تمرین اول، الگوریتم گوشه یاب harris را پیاده‌سازی کردیم. این الگوریتم، نقاطی که تغییراتی هم در جهت افقی و هم در جهت عمودی دارند را به عنوان گوشه در نظر می‌گیرد. به عبارتی تغییرات انرژی دو پچ از تصویر را با یکدیگر مقایسه می‌کند و اگر تغییرات در دو جهت زیاد بود، گوشه شناسایی می‌شود.

تمرین دوم، پیاده‌سازی sift و مقایسه آن با متد surf است. البته به دلیل مشکل لایسنس و با مشورت از حل تمرین، الگوریتم orb برای مقایسه استفاده شد.

توضیحات فنی:

* توضیح جزییات پیاده‌سازی توابع در محل پیاده‌سازی کد، به صورت کامنت و داکیومنت نوشته شده است.

7.1.1

تابع harris\_corner\_detector برای پیاده‌سازی الگوریتم تشخیص گوشه harris نوشته شده است. منطق سلول به این شکل است که برای 3 اندازه پنجره مختلف و 4 اسکیل متفاوت، الگوریتم را روی تصویر اعمال می‌کنیم تا تفاوت گوشه هایی که پیدا می‌شود را مقایسه کنیم. می‌دانیم که اندازه فیلتر بزرگتر، لبه های بزرگتر را پیدا می‌کند و اسکیل تصویر کوچکتر نیز، لبه های بزرگتر را مشخص می‌کند. نتایج به ازای 3 پنجره با ابعاد 5و11و15 و اسکیل های یک سوم، نصف ، سایز اصلی و سایز 2 برابر تصویر بررسی شده است.به طور واضحی مشخص است که گوشه های مختلف تصویر در نقاط مختلف، براساس اندازه آن‌ها، در اجراهای مختلفی از الگوریتم با سایز پنجره و اسکیل متفاوت، شناسایی شده اند. همچنان برخی گوشه ها، در همه اجراها تشخیص داده شده اند، که این گوشه ها، در واقع گوشه های کاملا قائم و در جهت اعمال فیلتر هستند، مانند مثال زیر:
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برای تابع پیاده‌سازی شده، مرحله آخر الگوریتم که انتخاب نقاط ماکسیمم محلی بود را انتخابی کرده ایم، زیرا در صورت اعمال این مورد، تعداد گوشه های شناسایی شده، کم می‌شود که برای اجرای آزمایشی ما، بهتر بود تا گوشه های بیشتری را شناسیایی کنیم. البته که تعیین ترشولد نیز در تعداد گوشه‌هایی که شناسایی می‌شود، موثر است. ضعف harris در یافتن گوشه های منحی که عمود بر محور های افقی یا عمودی نیستند قابل مشاهده است.

7.2.1

برای پیاده‌سازی این بخش، از الگوریتم sift استفاده کرده ایم. در سلول اول، یک آبجکت از کلاس sift ساخته می‌شود. در سلول بعد، با استفاده از تابع detectAndCompute ، نقاط کلیدی و بردار های دیسکریپشن تصویر sl را محاسبه می‌کنیم. در نهایت با استفاده از تابع drawKeyPoints ، نقاط کلیدی به‌دست آمده را روی تصویر نمایش می‌دهیم. در دو سلول دیگر، این عملیات را برای تصاویر sm و sr نیز انجام دادم. استفاده از تصویر grayscale، برای پیدا کردن نقاط کلیدی، به این دلیل است که طبق تجربه، خروجی نهایی بهتری حاصل شد.

در فاز دوم، با استفاده از تابع BruteForceMatcher ، نقاط توجه(interest points) متناظر بین دو تصویر را با کمک بردار های دیسکریپشن دو تصویر محاسبه می‌کنیم. برای پیدا کردن نقاط، 2 نقطه با بیشترین تشابه از تصویر test ، نسبت به تصویر src را با تابع knnMatch پیدا می‌کنیم(برای محاسبه نسبت lowe در مرحله بعد). در ادامه یک حلقه وجود دارد که طبق روش پیشنهادی lowe، یک ترشولد اعمال می‌کند تا برخی نقاط که همچنان فاصله زیادی از هم دارند(تشابه کمی دارند) را نادیده بگیرد. با اینکار نسبتا مطمئن می‌شویم، نقاط توجه پیدا شده بین دو تصویر، نقاط با کیفیت بهتری هستند.

سپس، درصد مشابهت بین دو تصویر را با کمک تابع howSimilar محاسبه کرده ایم. همانطور که مشخص است، درصد تشابه بین تصاویر sl و sm و درصد تشابه بین تصاویر sm و sr ، نسبت به درصد تشابه sl و sr ، تقریبا دو برابر است. دلیل این اتفاق تغییر زیاد زاویه دید بین دو تصویر sl و sr است. البته ممکن است به نظر بیاید، درصد مشابهت تصاویر به طور کلی کم است، اما دلیل این اتفاق، ترشولدی است که در مرحله قبل اعمال کردیم. با توجه به اینکه بسیاری از نقاط توجه پیدا شده ضعیف، در مرحله قبل کنار گذاشته شده اند، اگر ترشولد را آسان تر تعیین کنیم(عدد بالاتر) تعداد نقاط انتخاب شده بیشتر می‌شود، و دو تصویر از لحاظ آماری شبیه تر محسوب می‌شوند. این انتخاب ترشولد نسبی است. درصد مشابهت حدود 30 برای دو تصویر که تغییر زاویه دید دارند، همچنان به نظر عدد مناسبی است. برای تست، ترشولد 0.99 بر روی مقایسه sm و sr تست شد که نتیجه مشابهت 96.8 حاصل شد، یعنی اگر تقریبا تمام نقاط توجه پیدا شده را در نظر بگیریم، تشابه مورد انتظار نزدیک به 100 خواهد بود، هرچند طبیعتا 100 نخواهد بود.

در انتهای این بخش، با فراخوانی تابع ransac، ماتریس تبدیل هموگرافی H را استخراج می‌کنیم. Random sample consensus یا به اختصار RANSAC، در واقع یک الگوریتم پیدا کردن نقاط نویز است. مزیت استفاده و تعمیم الگوریتم RANSAC برای یافتن H(ماتریس هوموگرافی)، این است که با اجرای به دفعات زیاد مراحل، سعی می‌کند، بهترین H ممکن را با در نظر گرفتن زیرمجموعه های مختلف، از نقاط مچ شده دو تصویر، برای یافتن تبدیل هموگرافیک متناظر بین دو تصویر است.

در این تابع دو اتفاق اصلی رخ می‌دهد. 1) پیدا کردن یک ماتریس H 2) جایگزین کردن ماتریس H جدید در صورت بهتر بودن نسبت به مراحل قبلی

در گام اول، الگوریتم 4 نقطه مچ شده از دو تصویر را توسط تابع random\_point انتخاب می‌کند. با کمک این 4 جفت نقطه، توسط تابع homography، ماتریس H را می‌سازیم. از جایی که نقاط ورودی به صورت رندوم انتخاب شده اند، ممکن است بهترین 4 نقطه ممکن برای به‌دست آوردن تبدیل هموگرافی دو تصویر نباشند، برای همین الگوریتم در تعداد دفعات بالا تکرار می‌شود، تا بهترین حالت ممکن انتخاب شود. همچنین رندوم بودن انتخاب، باعث می‌شود تا نتایج هر بار اجرای مراحل این اسکریپت از ابتدا، کمی متفاوت باشد.

در گام دوم، از تابع get\_error برای سنجش کیفیت ماتریس به‌دست آمده استفاده می‌کنیم. این تابع با کمک ماتریس حاصل، یک سری نقاط از تصویر دیگر را از روی نقاط تصویر اصلی، بازسازی می‌کند، و حاصل اختلاف آنها را محاسبه می‌کند. سپس بر اساس یک ترشولد، اندیس نقاطی که اختلافشان از ترشولد کمتر باشد انتخاب می‌شوند. در نهایت براساس تعداد این نقاط کم اختلاف( هر چه تعداد این نقاط کمتر، بهتر) به این شکل که اگر یک H پیدا شود که تعداد نقاط بیشتری پیدا کند، پس بهتر است، H جدید را به عنوان بهترین H پیدا شده تا این گام از الگوریتم انتخاب می‌کند. در انتهای اتمام حلقه، بهترین H ممکن انتخاب شده است.

در آخرین گام این بخش، تابع stitch برای میکس کردن دو تصویر استفاده می‌شود. این تابع با کمک ماتریس H، اقدام به یافتن تبدیل مناسبی از نقاط تصویر سمت راست در تصویر سمت چپ است. میانگین این نقاط را جایگزین نقاط مورد نظر در تصویر سمت چپ می‌کند.

در فاز سوم، از حاصل دوخته شده دو تصویر sm و sr ، و دوختن آن با تصویر sl، یک تصویر کلی به‌دست می‌آوریم. مراحل و توابع مورد استفاده دقیقا مطابق مراحل قبلی است.

دومین روش محاسبه ، استفاده از ORB است. کد های این بخش، دقیقا مشابه با بخش SIFT است. فقط کافی است، از تابع سازنده مدل ORB به جای SIFT استفاده شود. پیاده‌سازی توابع را ظوری انجام دادیم تا با هر دو مدل سازگار باشد.

از مقایسه تصاویر حاصل از SIFT و ORB، می‌توان متوجه شد که روش SIFT، بهتر عمل ‌می‌کند، هر چند که ORB سریعتر عمل ‌می‌کند، اما کیفیت فیچر های استخراج شده توسط SIFT بهتر است. به طور مثال در SIFT ، در آخرین مرحله دوختن 3 تصویر، تعداد مچ های با کیفیت به شرح زیر است:
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در حالی که در مرحله آخر ORB داریم:

![](data:image/png;base64,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)

همانطور که مشخص است، در مرحله آخر دوختن، در الگوریتم SIFT تعداد مچ های مناسب، از کل مچ های باقی مانده در روش ORB بهتر است.

7.2.2

دقیقا مطابق سوال قبلی است. تصاویر انتخاب شده هم دارای تغییر زاویه دید است، هم دارای پرسپکتیور تا عملکرد الگوریتم به طور دقیق تری ارزیابی شود. نتیجه مناسبی به دست آمد.

import cv2

import math

import numpy as np

import random

from tqdm.notebook import tqdm

import matplotlib.pyplot as plt

plt.style.use(plt.style.available[5])

def harris\_corner\_detector(img, window\_size=5, a=0.05, threshold=0.3,scale=1,maxima=False):

    """

    The implementation of the Harris corner detection algorithm.

    Steps:

    1) Compute the horizontal and vertical derivatives of the image (Ix and Iy).

    2) Compute the second moment matrix M in a Gaussian window around each pixel.

    3) Compute the corner response function R.

    4) Threshold R :

        R is large for a corner, R is negative with large magnitude for an edge and |R| is small

        for a flat region.

    5) Find local maximas of the corner response function.

    Inputs:

        - img: The image to find corners.

        - window\_size: Corner detector window size.

        - a: corner response function alpha.

        - thershold: The thershold to be applied on R

        - scale: The scale of the image in comparison to the real image dimensions.

        - maxima: Flag indicating whether to find local maxima.

    Returns:

        Image with green circles on it, representing  corners.

    """

    # gaussian kernel of derivation masks

    img\_gaussian = cv2.GaussianBlur(img, (3, 3), 0)

    height = img.shape[0]  # shape[0] outputs height.

    width = img.shape[1] # shape[1] outputs width.

    matrix\_R = np.zeros((height, width))

    # calculate the x e y image derivatives (dx e dy)

    dx = cv2.Sobel(img\_gaussian, cv2.CV\_64F, 1, 0, ksize=3)

    dy = cv2.Sobel(img\_gaussian, cv2.CV\_64F, 0, 1, ksize=3)

    # calculate product and second derivatives (dx2, dy2 e dxy)

    dx2 = np.square(dx)

    dy2 = np.square(dy)

    dxy = dx\*dy

    offset = int(window\_size / 2)

    # calculate the sum of the products of the derivatives for each pixel (Sx2, Sy2 e Sxy)

    for y in range(offset, height-offset):

        for x in range(offset, width-offset):

            Sx2 = np.sum(dx2[y-offset:y+1+offset, x-offset:x+1+offset])

            Sy2 = np.sum(dy2[y-offset:y+1+offset, x-offset:x+1+offset])

            Sxy = np.sum(dxy[y-offset:y+1+offset, x-offset:x+1+offset])

            # define the Second moment matrix M(x,y)=[[Sx2,Sxy],[Sxy,Sy2]]

            M = np.array([[Sx2, Sxy], [Sxy, Sy2]])

            # calculate the corner response function: R=det(H)-a(Trace(H))^2

            det = np.linalg.det(M)

            tr = np.matrix.trace(M)

            R = det-a\*(tr\*\*2)

            matrix\_R[y-offset, x-offset] = R

    # apply a threshold

    matrix = normalize(matrix\_R.copy() ,1,0)

    for y in range(offset, height-offset):

        for x in range(offset, width-offset):

            value = matrix[y, x]

            if value > threshold:

                if maxima:

                    # finding local maxiam if 'maxima' is true

                    local\_max = np.max(matrix[y-offset:y+1+offset, x-offset:x+1+offset])

                    if (local\_max - value) < 0.001:

                        cv2.circle(img, (x, y), int(7\*scale), (0, 255, 0), thickness=int(2\*scale))

                else:

                    cv2.circle(img, (x, y), int(7\*scale), (0, 255, 0), thickness=int(2\*scale))

    return img

def BruteForceMatcher(src\_desc,test\_desc,threshold=0.75):

    """

    Apply a brute-force method to find matching interest points between the source and test description vectors.

    Using a threshold, discard weak points that are far enough from each other.

    NOTE: the threshold can be set, due to usecase. 0.75 is recommended. Lowe recommends a threshold

    in range [0.7, 0.8].

    Inputs:

        - src\_desc: description vector of src image

        - test\_desc: description vector of test image

        - threshold: limit bound on distance of 2 points, to be discarded

    Returns:

        Feature(interest) points which are good enough

        NOTE: we return points in two diffrent lists, due to diffrent use cases.

    """

    bf = cv2.BFMatcher()

    #TODO: apply crossCheck=True

    # knn algorithm for matching. store 2 nearest points as 'k=2'

    matches = bf.knnMatch(src\_desc,test\_desc, k=2)

    good\_fPoints = []

    matches1to2 = []

    # apply threshold

    for m in matches:

        # ensure the distance is within a certain ratio of each other (i.e. Lowe's ratio test)

        if len(m) == 2 and m[0].distance < threshold \* m[1].distance:

            good\_fPoints.append(m[0])

            matches1to2.append([m[0]])

    return good\_fPoints , matches1to2

# TODO: flann matching method

# def flannMatcher(src\_desc,test\_desc):

def howSimilar(\_kp1,\_kp2,good\_feature\_points):

    """

    Calculate the similarity percentage between the discovered key points, based on how many 'good common feature points' they have.

    Inputs:

        - \_kp1: set of source image key points.

        - \_kp2: set of test image key points.

        - good\_feature\_points: good commen feature points. Output of matcher function.

    Returns:

        Similarity percentage

    """

    number\_keypoints = min(len(\_kp1),len(\_kp2))

    return ((len(good\_feature\_points) / number\_keypoints) \* 100)

def homography(pairs):

    """

    Homography, is a transformation that is occurring between two planes.In other words,

    it is a mapping between two planar projections of an image. It is represented by

    a 3x3 transformation matrix in a homogenous coordinates space.

    This function, calculates the matrix.

    Inputs:

        - pairs: 4 pairs of matches found in previous steps. Since the Homography matrix

        has 8 degrees of freedom, we need at least four pairs of corresponding points

        to solve for the values of the Homography matrix.

    Returns:

        Homography matrix.

    Read the following links for a complete discussion about homography

    transformation(highly recommended). The second link explaines instruction logic of 'row1'

    and 'row2' in details.

    https://mattmaulion.medium.com/homography-transform-image-processing-eddbcb8e4ff7

    https://towardsdatascience.com/understanding-homography-a-k-a-perspective-transformation-cacaed5ca17

    """

    rows = []

    for i in range(pairs.shape[0]):

        # select a pair of points

        p1 = np.append(pairs[i][0:2], 1)

        p2 = np.append(pairs[i][2:4], 1)

        # multiplication matrix A

        row1 = [0, 0, 0, p1[0], p1[1], p1[2], -p2[1]\*p1[0], -p2[1]\*p1[1], -p2[1]\*p1[2]]

        row2 = [p1[0], p1[1], p1[2], 0, 0, 0, -p2[0]\*p1[0], -p2[0]\*p1[1], -p2[0]\*p1[2]]

        rows.append(row1)

        rows.append(row2)

    rows = np.array(rows)

    # considering the equation A = H b , Since we want the H matrix, we should

    # use Singular Value Decomposition

    U, s, V = np.linalg.svd(rows)

    H = V[-1].reshape(3, 3)

    H = H/H[2, 2] # standardize to let w\*H[2,2] = 1

    return H

def random\_point(matches, k=4):

    """

    Returns 'k' pairs of matched points randomly.

    Inputs:

        - matches: list of matching points.

        - k: number of desired random points.

    Returns:

        Random pairs of points.

    """

    idx = random.sample(range(len(matches)), k)

    point = [matches[i] for i in idx ]

    return np.array(point)

def get\_error(points, H):

    """

    Estimate points using the given H matrix, and calculate the difference between the estimated

    points and the real points, which were used to build the H matrix in the previous step.

    Inputs:

        - points: matched pairs.

        - H: homography matrix.

    Returns:

        Calculated error.

    """

    num\_points = len(points)

    all\_p1 = np.concatenate((points[:, 0:2], np.ones((num\_points, 1))), axis=1)

    all\_p2 = points[:, 2:4]

    estimate\_p2 = np.zeros((num\_points, 2))

    for i in range(num\_points):

        temp = np.dot(H, all\_p1[i])

        estimate\_p2[i] = (temp/temp[2])[0:2] # set index 2 to 1 and slice the index 0, 1

    # Compute error

    errors = np.linalg.norm(all\_p2 - estimate\_p2 , axis=1) \*\* 2

    return errors

def ransac(matches, threshold, iters):

    """

    Random sample consensus(RANSAC), is an iterative method for estimating a mathematical model

    from a data set that contains outliers. The RANSAC algorithm works by identifying the outliers

    in a data set and estimating the desired model using data that does not contain outliers. It also

    can be interpreted as an outlier detection method.

    In this function, we repeatedly compute an H matrix, then evaluate it. At the end, the function

    returns the best possible H matrix and match points.

    Inputs:

        - matches: list of matching points.

        - threshold: error threshold.

        - iters: number of algorithm iterations.

    Returns:

        best match points and H matrix.

    NOTE: read following links for better understanding of algorithm:

    https://en.wikipedia.org/wiki/Random\_sample\_consensus

    https://www.mathworks.com/discovery/ransac.html#:~:text=Random%20sample%20consensus%2C%20or%20RANSAC,that%20does%20not%20contain%20outliers.

    """

    num\_best\_inliers = 0

    best\_H = any

    best\_inliers = any

    # repeat this steps for a prescribed number of iterations

    for i in range(iters):

        # Randomly select a set of matching points

        points = random\_point(matches)

        # compute homography matrix

        H = homography(points)

        #  avoid dividing by zero

        if np.linalg.matrix\_rank(H) < 3:

            continue

        # outlier detection

        # evaluate the H matrix

        errors = get\_error(matches, H)

        idx = np.where(errors < threshold)[0]

        inliers = matches[idx]

        # save better inliers and H matrix

        num\_inliers = len(inliers)

        if num\_inliers > num\_best\_inliers:

            best\_inliers = inliers.copy()

            num\_best\_inliers = num\_inliers

            best\_H = H.copy()

    # print number of good inliers

    print("inliers/matches: {}/{}".format(num\_best\_inliers, len(matches)))

    return best\_inliers, best\_H

def stitch(left, right, H):

    """

    Stitch provided images.

    Inputs:

        - left: The image we assume as the main image placed on the left side.

        - right: the image to be wraped.

        - H: homography matrix.

    Returns:

        An stitched image.

    """

    print("stiching image ...")

    # Convert to double and normalize. Avoid noise.

    left = cv2.normalize(left.astype('float'), None,

                            0.0, 1.0, cv2.NORM\_MINMAX)

    # Convert to double and normalize.

    right = cv2.normalize(right.astype('float'), None,

                            0.0, 1.0, cv2.NORM\_MINMAX)

    # left image

    height\_l, width\_l, channel\_l = left.shape

    corners = [[0, 0, 1], [width\_l, 0, 1], [width\_l, height\_l, 1], [0, height\_l, 1]]

    corners\_new = [np.dot(H, corner) for corner in corners]

    corners\_new = np.array(corners\_new).T

    x\_news = corners\_new[0] / corners\_new[2]

    y\_news = corners\_new[1] / corners\_new[2]

    y\_min = min(y\_news)

    x\_min = min(x\_news)

    translation\_mat = np.array([[1, 0, -x\_min], [0, 1, -y\_min], [0, 0, 1]])

    H = np.dot(translation\_mat, H)

    # Get height, width

    height\_new = int(round(abs(y\_min) + height\_l))

    width\_new = int(round(abs(x\_min) + width\_l))

    size = (width\_new, height\_new)

    # right image

    warped\_l = cv2.warpPerspective(src=left, M=H, dsize=size)

    height\_r, width\_r, channel\_r = right.shape

    height\_new = int(round(abs(y\_min) + height\_r))

    width\_new = int(round(abs(x\_min) + width\_r))

    size = (width\_new, height\_new)

    warped\_r = cv2.warpPerspective(src=right, M=translation\_mat, dsize=size)

    black = np.zeros(3)  # Black pixel.

    # Stitching procedure, store results in warped\_l.

    for i in tqdm(range(warped\_r.shape[0])):

        for j in range(warped\_r.shape[1]):

            pixel\_l = warped\_l[i, j, :]

            pixel\_r = warped\_r[i, j, :]

            if not np.array\_equal(pixel\_l, black) and np.array\_equal(pixel\_r, black):

                warped\_l[i, j, :] = pixel\_l

            elif np.array\_equal(pixel\_l, black) and not np.array\_equal(pixel\_r, black):

                warped\_l[i, j, :] = pixel\_r

            elif not np.array\_equal(pixel\_l, black) and not np.array\_equal(pixel\_r, black):

                warped\_l[i, j, :] = (pixel\_l + pixel\_r) / 2

            else:

                pass

    stitch\_image = warped\_l[:warped\_r.shape[0], :warped\_r.shape[1], :]

    return stitch\_image

def normalize(array,newMax,newMin):

    """

    A simple normalization function.

    Inputs:

        - array: Array to be normalized

        - newMax: Max of new range.

        - newMin: Min of new range.

    Returns:

        Normalized array.

    """

    if isinstance(array, list):

        return list(map(normalize, array,newMax,newMin))

    if isinstance(array, tuple):

        return tuple(normalize(list(array),newMax,newMin))

    normalizedData = (array-np.min(array))/(np.max(array)-np.min(array))\*(newMax-newMin) + newMin

    return normalizedData